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# JAVA COLLECTION

## Java Collection

Collections framework merupakan bentuk algoritma yang digunakan untuk merepresentasikan dan memanipulasi collections. Semua collections frameworks mengandung hal-hal berikut:

* **Interfaces:** memungkinkan collections dimanipulasi secara independen.
* **Implementations:** merupakan implementasi dari collection interfaces. Dan merupakan struktur data yang reusable.
* **Algorithms:** merupakan method-method yang dapat digunakan untuk melakukan proses komputasi tertentu, seperti searching (pencarian) dan sorting (pengurutan), terhadap objek yang meng-implement collection interfaces. Method-method pada Java Collections Framework adalah  polymorphic: maksudnya **nama method** yang sama dapat digunakan pada collection interface yang sesuai. Algoritma pada Java Collections Framework memiliki fungsi yang reusable.

Java telah menyajikan Collection class dan interface yang lain, yang semuanya dapat ditemukan di java.util package. Contoh dari Collection classes termasuk LinkedList, ArrayList, HashSet dan TreeSet. Class tersebut benar-benar implementasi dari collection interfaces yang berbeda. Induk hirarki dari collection interfaces adalah collection interfaces itu sendiri. Sebuah collection hanya sebuah grup dari object yang diketahui sebagai elemennya sendiri. Collection memperbolehkan penggandaan/salinan dan tidak membutuhkan pemesanan elemen secara spesifik.

SDK(Software Development Kit) tidak menyediakan implementasi built-in yang lain dari interface ini tetapi mengarahkan subinterfaces, Set interfaces dan List interfaces diperbolehkan. Sekarang, apa perbedaan dari kedua interface tersebut. Set merupakan collection yang tidak dipesan dan tidak ada penggandaan didalamnya. Sementara itu, list merupakan collection yang dipesan dari elemen-elemen dimana juga diperbolehkannya penggandaan. HashSet, LinkedHashSet dan TreeSet suatu implementasi class dari Set interfaces. ArrayList, LinkedList dan Vector suatu implementasi class dari List interfaces

## Interface List

Interface **List** merupakan sub-interface dari interface Collection. Interface List digunakan untuk mengkoleksi data dalam **bentuk terurut** dan **memperbolehkan duplikasi**. Interface List menambahkan operasi yang berkaitan dengan posisi.

Dua class penting yang ada dalam Java Collections Framework yang meng-implement interface List adalah: **ArrayList**dan **LinkedList**. Jika perlu List yang dapat menambahkan dan menghapus data dimana saja (random access) maka dapat menggunakan ArrayList. Namun jika perlu List yang dapat menambah dan menghapus data di sekitar tengah-tengah dan mengaksesnya secara sekuensial, maka LinkedList adalah pilihannya.

**ArrayList** menyimpan data seperti array (diakses dengan index) namun ukurannya dapat bertambah secara fleksibel. Elemen yang dapat dimasukkan dalam ArrayList bisa bermacam-macam, termasuk null. ArrayList bisa disamakan dengan class Vector namun bedanya ArrayList ini unsynchronized. Operasi size, isEmpty, get, set, iterator, dan listIterator berjalan dalam waktu konstan dan lebih cepat dari LinkedList. ArrayList merupakan versi fleksibel dari array biasa. Yang mengimplementasikan List interface.

**LinkedList** merupakan implementasi dari algoritma LinkedList yang dipelajari dalam struktur data.

**Adapun perbedaan LinkedList dan ArrayList sebagai berikut :**

1. ArrayList secara internal menggunakan array dinamis untuk meyimpan elemen. Sementara LinkedList secara internal digunakan untuk menyimpan elemen dari list tertaut ganda.
2. Manipulasi dengan ArrayList cenderung lambat karena secara internal menggunakan sebuah array. Jika elemen lainnya dipindahkan atau dihilangkan dari Array, maka seluruh bit akan bergeser ke memori. Sementara pada LinkedList lebih cepat dibanding ArrayList karena menggunakan linked list ganda, sehingga tidak diperlukan sedikit pergeseran dalam memori.
3. Sebuah kelas ArrayList dapat menjadi seperti sebuah list karena hal tersebut hanya mengimplementasi List saja. Sementara kelas LinkedList dapat menjadi sebuah list dan antrian karena mengimplementasikan interface List dan Dequeue.
4. ArrayList lebih baik untuk menyimpan dan mengakses data, sementara LinkedList lebih baik untuk manipulasi data.

**Adapun dalam keadaan apakah lebih baik menggunakan LinkedList atau ArrayList :**

1. Operasi penyisipan dan penghapusan memberikan kinerja yang baik di LinkedList dibandingkan dengan ArrayList. Karenanya jika ada persyaratan untuk sering menambahkan dan menghapus data, maka LinkedList adalah pilihan terbaik.
2. Operasi pencarian (method get) cepat di Arraylist tetapi tidak di LinkedList jadi Jika ada lebih sedikit operasi tambah dan hapus dan lebih banyak persyaratan operasi pencarian, ArrayList akan menjadi pilihan terbaik Anda.

### Linked List

LinkedList adalah bagian dari Java Collection yang ada dalam paket java.util. Kelas ini merupakan implementasi dari struktur data LinkedList yang merupakan struktur data linier dimana elemen tidak disimpan di lokasi yang berdekatan dan setiap elemen merupakan objek terpisah dengan bagian data dan bagian alamat. Elemen-elemen tersebut dihubungkan menggunakan pointer dan alamat. Setiap elemen dikenal sebagai node. Karena dinamik dan kemudahan penyisipan dan penghapusan, LinkedList lebih disukai daripada Array. Ini juga memiliki beberapa kelemahan seperti node tidak dapat diakses secara langsung sebagai gantinya perlu memulai dari head dan mengikuti link untuk mencapai node yang ingin diakses.

**Poin penting tentang Java LinkedList adalah :**

* Kelas Java LinkedList dapat berisi elemen duplikat.
* Kelas Java LinkedList mempertahankan urutan penyisipan.
* Kelas Java LinkedList tidak disinkronkan.
* Kelas Java LinkedList, manipulasi cepat karena tidak perlu terjadi pergeseran.
* Kelas Java LinkedList dapat digunakan sebagai list, tumpukan atau antrian.

**Adapun Method LinkedList :**

1. Menambahkan Elemen : Untuk menambahkan elemen ke LinkedList, bisa menggunakan method add(). Adapun contoh dari method add adalah sebagai berikut ini :

* **add (Object):** Method ini digunakan untuk menambahkan elemen di akhir LinkedList.
* **add (int index, Object):** Method ini digunakan untuk menambahkan elemen pada indeks tertentu di LinkedList.

1. Mengubah Elemen : Setelah menambahkan elemen, jika ingin mengubah elemen, dapat dilakukan dengan menggunakan method **set().** Karena LinkedList memiliki index, maka elemen yang ingin kita ubah direferensikan oleh index elemen. Oleh karena itu, method ini mengambil index dan elemen yang diperbarui yang perlu disisipkan pada index tersebut.
2. Menghapus Elemen: Untuk menghapus elemen dari LinkedList, dapat menggunakan method remove(). Method ini memiliki beberapa macam contoh pemanggilan dan parameter, yaitu sebagai berikut :

* **remove(Objek):** Method ini digunakan untuk menghapus objek dari LinkedList. Jika ada beberapa objek seperti itu, kemunculan pertama objek tersebut akan dihapus.
* **remove(int index):** Karena LinkedList memiliki index, maka method ini mengambil nilai integer yang hanya menghapus elemen yang ada di indeks tertentu di LinkedList. Setelah menghapus elemen, semua elemen dipindahkan ke kiri untuk mengisi ruang dan indeks objek diperbarui.

1. Iterasi LinkedList : Ada beberapa cara untuk melakukan iterasi melalui LinkedList. Cara yang paling terkenal adalah dengan menggunakan perulangan for dasar yang dikombinasikan dengan method **get()** untuk mendapatkan elemen pada indeks tertentu dan perulangan for lanjutan.
2. Membersihkan LinkedList : pada LinkedList, method yang bisa digunakan untuk menghapus semua elemen LinkedList adalah dengan method clear().

**Dan adapun Method lainnya seperti :**

1. [**addAll(int index, Collection<E> c)**](https://www.geeksforgeeks.org/java-util-linkedlist-addall-method-in-java/) **:** Method ini Menyisipkan semua elemen dalam koleksi yang ditentukan ke dalam list, dimulai dari posisi yang ditentukan.
2. addFirst(E e) : Method ini Menyisipkan elemen yang ditentukan di awal list.
3. addLast(E e) : Method ini Menyisipkan elemen yang ditentukan di akhir list.
4. get(int index) : Method ini mengembalikan elemen pada posisi yang ditentukan dalam list.
5. getFirst() : ini mengembalikan elemen pada posisi pertama dalam list.
6. getLast() : ini mengembalikan elemen pada posisi terakhir dalam list.
7. peek() : Method ini akan mengembalikan nilai head dari list. Akan tetapi tidak akan menghapus nilai.
8. pop() : Method ini akan mengembalikan nilai menggunakan fungsi seperti stack, dan nilai tersebut akan dihapus.
9. push() : Method ini akan mengisi data pada LinkedList seperti operasi pada Stack.
10. size() : Method ini akan mengembalikan nilai dari jumlah data dalam list.

### ArrayList

ArrayList adalah bagian dari Java Collection dan berada dalam paket java.util. ArrayList memberi array dinamis di Java Collection. Meskipun, ini mungkin lebih lambat dari array standar tetapi dapat membantu dalam program yang membutuhkan banyak manipulasi dalam array.

Kelas Java ArrayList menggunakan array dinamis untuk menyimpan elemen. Ini seperti sebuah array, tetapi tidak ada batasan ukuran. ArrayList dapat menambah atau menghapus elemen kapan saja. Jadi, ini jauh lebih fleksibel daripada array tradisional. Ini dapat ditemukan di paket java.util. ArrayList ini seperti Vektor di C++.

ArrayList di Java juga dapat memiliki elemen duplikat. Ini mengimplementasikan interface list sehingga dapat menggunakan semua method interface list. ArrayList mempertahankan urutan penyisipan secara internal.

**Poin Penting dari ArrayList :**

* ArrayList mewarisi kelas AbstractList dan mengimplementasikan interface List.
* ArrayList diinisialisasi oleh ukurannya. Namun, ukurannya bertambah secara otomatis jika koleksi bertambah atau menyusut jika objek dikeluarkan dari koleksi.
* Java ArrayList memungkinkan kita mengakses list secara acak.
* ArrayList tidak dapat digunakan untuk tipe primitif, seperti int, char, dll. Maka akan membutuhkan kelas pembungkus untuk kasus seperti itu.
* ArrayList di Java dapat dilihat sebagai vektor di C ++.
* ArrayList tidak disinkronkan. Kelas tersinkronisasi yang setara di Java adalah Vector.

**Bagaimana ArrayList bekerja secara internal ?**

Karena ArrayList adalah array dinamis dan tidak perlu menentukan ukurannya saat membuatnya, ukuran array otomatis bertambah saat kita menambahkan dan menghapus item secara dinamis. Meskipun implementasi library sebenarnya mungkin lebih kompleks, berikut ini adalah ide yang sangat mendasar yang menjelaskan cara kerja array saat array menjadi penuh dan jika mencoba menambahkan item :

* Membuat memori berukuran lebih besar pada memori tumpukan(misalnya memori berukuran ganda).
* Menyalin elemen memori saat ini ke memori baru.
* Item baru yang ditambahkan sekarang karena ada memori yang lebih besar yang tersedia sekarang.
* Hapus memori lama.

**Method ArrayList :**

1. Menambahkan Elemen: Untuk menambahkan elemen ke ArrayList, bisa menggunakan method add(). Method ini beberapa jenis, yaitu sebagai berikut:

* add (Object): Method ini digunakan untuk menambahkan elemen di akhir ArrayList.
* add (int index, Object): Method ini digunakan untuk menambahkan elemen pada indeks tertentu di ArrayList.

1. Mengubah Elemen : Setelah menambahkan elemen, jika ingin mengubah elemen, dapat dilakukan dengan menggunakan method **set().** Karena ArrayList memiliki index, maka elemen yang ingin kita ubah direferensikan oleh index elemen. Oleh karena itu, method ini mengambil index dan elemen yang diperbarui yang perlu disisipkan pada index tersebut.
2. Menghapus Elemen: Untuk menghapus elemen dari ArrayList, dapat menggunakan method remove(). Method ini memiliki beberapa macam contoh pemanggilan dan parameter, yaitu sebagai berikut :

* **remove(Objek):** Method ini digunakan untuk menghapus objek dari ArrayList. Jika ada beberapa objek seperti itu, kemunculan pertama objek tersebut akan dihapus.
* **remove(int index):** Karena ArrayList memiliki index, maka method ini mengambil nilai integer yang hanya menghapus elemen yang ada di indeks tertentu di ArrayList. Setelah menghapus elemen, semua elemen dipindahkan ke kiri untuk mengisi ruang dan indeks objek diperbarui.

1. Iterasi ArrayList : Ada beberapa cara untuk melakukan iterasi melalui ArrayList. Cara yang paling terkenal adalah dengan menggunakan perulangan for dasar yang dikombinasikan dengan method **get()** untuk mendapatkan elemen pada indeks tertentu dan perulangan for lanjutan.
2. Membersihkan LinkedList : pada LinkedList, method yang bisa digunakan untuk menghapus semua elemen LinkedList adalah dengan method clear().
3. get(int index) : Method ini mengembalikan elemen pada posisi yang ditentukan dalam list.
4. size() : Method ini akan mengembalikan nilai dari jumlah data dalam list.
5. isEmpty() : Method ini akan mengecek apakah nilai dari ArrayList masih kosong atau tidak. Dan keluarannya adalah true atau false.
6. iterator() : Mengembalikan nilai iterator atas elemen dalam list dalam urutan yang benar.

## Interface Set

Interface **Set**merupakan sub-interface dari interface Collection. Interface Set **tidak membolehkan duplikasi data** di dalam collection. Method yang ada dalam interface Set sama dengan interface Collection. Method paling penting pada interface Set adalah equals() yang digunakan untuk mengecek kesamaan objek.  
  
Dua class penting yang ada dalam Java Collections Framework yang meng-implement interface Set adalah : **HashSet**dan **TreeSet**. **HashSet**merupakan class yang sering digunakan untuk menyimpan collection yang bebas duplikasi. Untuk efisiensi, objek yang ditambahkan dalam HashSet, perlu untuk menggunakan method hashCode(). **TreeSet** merupakan class yang sering digunakan untuk mengekstrak elemen dari collection dalam urutan tertentu. Agar TreeSet berjalan dengan baik, elemen yang ditambahkannya ke dalamnya harus dapat diurut. Terkadang lebih mudah untuk menambahkan data ke dalam HashSet baru kemudian dikonversi ke TreeSet agar mudah diurut.  
  
Untuk mengoptimalkan ruang penyimpanan HashSet, maka kita dapat melakukan tuning initial capacity dan load factor. Class TreeSet tidak memiliki opsi tuning karena tree selalu dalam kondisi seimbang, dan memastikan performa log untuk proses insert, hapus dan query.

**Perbedaan HashSet dan TreeSet :**

## HashSet

* Kelas menawarkan kinerja waktu yang konstan untuk operasi dasar (menambah, menghapus, memuat dan ukuran).
* Tidak menjamin bahwa urutan elemen akan tetap konstan seiring waktu
* Kinerja iterasi tergantung pada kapasitas awal dan faktor beban HashSet.
  + Cukup aman untuk menerima faktor muatan default, tetapi Anda mungkin ingin menentukan kapasitas awal yang kira-kira dua kali ukuran yang Anda harapkan akan meningkat.

## TreeSet

* menjamin log (n) biaya waktu untuk operasi dasar (menambah, menghapus, dan memuat)
* menjamin bahwa elemen himpunan akan diurutkan (naik, alami, atau yang ditentukan melalui konstruktornya)
* tidak menawarkan parameter penyetelan untuk kinerja iterasi
* menawarkan beberapa method yang berguna untuk menangani set memerintahkan seperti [first()](http://docs.oracle.com/javase/8/docs/api/java/util/TreeSet.html#first--), last(), [headSet()](http://docs.oracle.com/javase/8/docs/api/java/util/TreeSet.html#headSet-E-), dan [tailSet()](http://docs.oracle.com/javase/8/docs/api/java/util/TreeSet.html#tailSet-E-)lain-lain

## Poin-poin penting :

* Keduanya menjamin koleksi elemen yang bebas duplikat
* Biasanya lebih cepat untuk menambahkan elemen ke HashSet dan kemudian mengonversi koleksi ke TreeSet untuk traversal yang diurutkan duplikat.
* Tidak satu pun dari implementasi ini yang disinkronkan. Itu adalah jika beberapa utas mengakses satu set secara bersamaan, dan setidaknya satu utas mengubah set, itu harus disinkronkan secara eksternal.
* **LinkedHashSet** dalam beberapa hal menengah antara HashSet dan TreeSet. Diimplementasikan sebagai tabel hash dengan daftar tertaut yang berjalan melewatinya, bagaimanapun, **HashSet menyediakan iterasi penyisipan yang tidak sama dengan traversal yang diurutkan yang dijamin oleh TreeSet**.

**Perbedaan antara List dan Set**

List dapat berisi elemen duplikat sedangkan Set hanya berisi elemen unik.

### HashSet

Kelas HashSet mengimplementasikan interface Set, didukung oleh tabel hash yang sebenarnya merupakan instance HashMap. Tidak ada jaminan dibuat untuk urutan iterasi dari himpunan yang berarti bahwa kelas tidak menjamin urutan elemen yang konstan dari waktu ke waktu. Kelas ini mengizinkan elemen null. Kelas ini juga menawarkan kinerja waktu yang konstan untuk operasi dasar seperti tambah, hapus, isi, dan ukuran dengan asumsi fungsi hash menyebarkan elemen dengan benar di antara set.

Kerja internal dari HashSet : Semua kelas interface Set didukung secara internal oleh Map. HashSet menggunakan HashMap untuk menyimpan objeknya secara internal. Untuk memasukkan nilai di HashMap memerlukan pasangan nilai kunci, tetapi di HashSet, hanya memberikan satu nilai.

Penyimpanan di HashMap : Sebenarnya nilai yang dimasukkan ke dalam HashSet bertindak sebagai kunci untuk Objek peta dan untuk nilainya, java menggunakan variabel konstan. Jadi dalam key-value pair, semua nilainya akan sama.

**Poin Penting dari HashSet :**

* Menerapkan Set Interface.
* Struktur data yang mendasari HashSet adalah Hashtable.
* Saat menerapkan Set Interface, nilai duplikat tidak diperbolehkan.
* Objek yang Anda sisipkan di HashSet tidak dijamin akan disisipkan dalam urutan yang sama. Objek disisipkan berdasarkan kode hash mereka.
* Elemen NULL diperbolehkan di HashSet.
* HashSet juga mengimplementasikan interface Serializable dan Cloneable.

**Method HashSet :**

1. Menambahkan Elemen: Untuk menambahkan elemen ke HashSet, bisa menggunakan method add(). Namun, urutan penyisipan tidak disimpan di HashSet. Kita perlu mencatat bahwa elemen duplikat tidak diperbolehkan dan semua elemen duplikat diabaikan.
2. Menghapus Elemen : Nilai dapat dihapus dari HashSet menggunakan method remove().
3. Iterasi melalui HashSet : Iterasi melalui elemen HashSet menggunakan method iterator(). Yang paling terkenal adalah menggunakan for loop yang disempurnakan.
4. size() : Method ini akan mengembalikan nilai dari jumlah data dalam set.
5. isEmpty() : Method ini akan mengecek apakah nilai dari HashSet masih kosong atau tidak. Dan keluarannya adalah true atau false.
6. clear : digunakan untuk menghapus semua elemen HashSet.

## TreeSet

TreeSet adalah salah satu implementasi terpenting dari interface Set di Java yang menggunakan Tree untuk penyimpanan. Urutan elemen dipertahankan oleh himpunan menggunakan pengurutan alami atau pembanding eksplisit disediakan atau tidak. TreeSet harus konsisten dengan equals() jika ingin mengimplementasikan interface Set dengan benar. Itu juga dapat dilakukan oleh pembanding yang disediakan pada waktu pembuatan TreeSet, tergantung pada konstruktor mana yang digunakan. TreeSet mengimplementasikan interface NavigableSet dengan mewarisi kelas AbstractSet.

Kelas Java TreeSet mengimplementasikan interface Set yang menggunakan tree untuk penyimpanan. Ini mewarisi kelas AbstractSet dan mengimplementasikan interface NavigableSet. Objek dari kelas TreeSet disimpan dalam urutan menaik.

**Poin Penting TreeSet :**

* Kelas Java TreeSet berisi elemen unik hanya seperti HashSet.
* Akses kelas Java TreeSet dan waktu pengambilan cukup cepat.
* Kelas Java TreeSet tidak mengizinkan elemen null.
* Kelas Java TreeSet tidak tersinkronisasi.
* Kelas Java TreeSet mempertahankan urutan menaik.

**Method TreeSet :**

1. Menambahkan Elemen : Untuk menambahkan elemen ke TreeSet, kita dapat menggunakan method add(). Namun, urutan penyisipan tidak dipertahankan di TreeSet. Secara internal, untuk setiap elemen, nilainya dibandingkan dan diurutkan dalam urutan menaik. Perlu dicatat bahwa elemen duplikat tidak diperbolehkan dan semua elemen duplikat diabaikan. Dan juga, nilai Null tidak diterima oleh TreeSet.
2. Mengakses Elemen : Setelah menambahkan elemen, jika ingin mengakses elemen, dapat menggunakan method bawaan seperti contains(), first(), last(), dll.
3. Menghapus Nilai : Nilai dapat dihapus dari TreeSet menggunakan method remove(). Ada berbagai method lain yang digunakan untuk menghapus nilai pertama atau nilai terakhir.
4. Iterasi melalui TreeSet : Ada berbagai cara untuk melakukan iterasi melalui TreeSet. Yang paling terkenal adalah menggunakan for loop yang disempurnakan.

**Fitur TreeSet :**

1. TreeSet mengimplementasikan interface Set. Jadi, nilai duplikat tidak diperbolehkan.
2. Objek di TreeSet disimpan dalam urutan yang diurutkan dan menaik.
3. TreeSet tidak mempertahankan urutan penyisipan elemen tetapi elemen diurutkan berdasarkan kunci.
4. Jika kita bergantung pada urutan pengurutan alami default, objek yang disisipkan ke tree harus homogen dan sebanding. TreeSet tidak mengizinkan untuk memasukkan objek heterogen. Ini akan memunculkan classCastException pada Runtime jika kita mencoba menambahkan objek heterogen.

**Bagaimana TreeSet bekerja secara internal?**

TreeSet pada dasarnya adalah implementasi dari pohon pencarian biner yang menyeimbangkan diri seperti Pohon Merah-Hitam. Oleh karena itu operasi seperti menambah, menghapus, dan mencari membutuhkan waktu O (log (N)). Alasannya adalah pada pohon self-balancing, dipastikan bahwa tinggi pohon selalu O (log (N)) untuk semua operasi. Oleh karena itu, ini dianggap sebagai salah satu struktur data yang paling efisien untuk menyimpan data terurut besar dan melakukan operasi padanya. Namun, operasi seperti mencetak N elemen dalam urutan yang diurutkan membutuhkan waktu O (N).

# IMPLEMENTASI

## LinkedList

**Program :**

|  |
| --- |
| import java.util.\*;  public class LinkedListTest {  public static void main(String[] args) {  //Membuat Instance/Objek dari LinkedList  LinkedList buah = new LinkedList();  //Menambahkan Data pada Objek buah  buah.add("Jeruk");  buah.add("Jambu");  buah.add("Apel");  buah.add("Melon");  buah.add("Semangka");  buah.add("Nanas");  buah.add("Sirsak");  //Mencetak/Menampilkan Data  System.out.println("Nama Buah : " + buah);  //Menghitung Jumlah/Ukuran pada Objek LinkedList  System.out.println("Jumlah Buah: " + buah.size());  }  } |

**Hasil :**

**![](data:image/png;base64,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)**

**Penjelasan :**

Membuat objek dari class LinkedList bernama buah.

LinkedList buah = new LinkedList();

Melakukan penambahan data didalam linkedlist.

buah.add("Jeruk");

buah.add("Jambu");

buah.add("Apel");

buah.add("Melon");

buah.add("Semangka");

buah.add("Nanas");

buah.add("Sirsak");

Mencetak data yang ada didalam objek LinkedList.

System.out.println("Nama Buah : " + buah);

Mencetak ukuran panjang data dalam linkedlist.

System.out.println("Jumlah Buah: " + buah.size());

## ArrayList

**Program :**

|  |
| --- |
| import java.util.ArrayList;  public class ArrayListTest {  public static void main(String[] args) {  ArrayList<String> names = new ArrayList<String>();  names.add("Jim");  names.add("Jack");  names.add("Ajeet");  names.add("Chaitanya");  System.out.println(names);  names.set(0, "Lucy");  System.out.println(names);  }  } |

**Hasil :**

**![](data:image/png;base64,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)**

**Penjelasan :**

Membuat objek dari class ArrayList dengan tipe data String dan bernama names.

ArrayList<String> names = new ArrayList<String>();

Menambahkan data kedalam ArrayList dengan method add.

names.add("Jim");

names.add("Jack");

names.add("Ajeet");

names.add("Chaitanya");

Menampilkan data dari objek names yang sekarang.

System.out.println(names);

Mengubah nilai pada index 0, dengan nilai baru “Lucy”. Dan mencetak nilai sekarang

names.set(0, "Lucy");

System.out.println(names);

## HashSet

**Program :**

|  |
| --- |
| import java.util.\*;  public class HashSetTest {  public static void main(String[] args) {  //Membuat Instance/Objek ArrayList Integer  HashSet<Integer> data = new HashSet<Integer>();  //Memasukan Nilai Default  data.add(1);  data.add(2);  data.add(3);  data.add(4);  data.add(5);  //Memasukan Nilai Duplukat/Yang Sama Dengan Nilai Sebelumnya  data.add(5);  data.add(4);  data.add(3);  //Menampilkan Daftar Nilai  System.out.println(data);  }  } |

**Hasil :**

**![](data:image/png;base64,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)**

**Penjelasan :**

Membuat Objek dari class HashSet, dengan nama data dan tipe data Integer.

HashSet<Integer> data = new HashSet<Integer>();

Memasukkan data kedalam HashSet.

data.add(1);

data.add(2);

data.add(3);

data.add(4);

data.add(5);

Mencoba memasukkan data yang sama.

data.add(5);

data.add(4);

data.add(3);

Menampilkan data dari HashSet.

System.out.println(data);

## TreeSet

**Program :**

|  |
| --- |
| import java.util.TreeSet;  public class TreeSetExample {  public static void main(String[] args) {  TreeSet<String> ts = new TreeSet<String>();  // Elements are added using add() method  ts.add("A");  ts.add("B");  ts.add("C");  // Duplicates will not get insert  ts.add("C");  // Elements get stored in default natural  // Sorting Order(Ascending)  System.out.println(ts);  }  } |

**Hasil :**

**![](data:image/png;base64,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)**

**Penjelasan :**

Membuat objek dari class TreeSet dengan tipe String dan bernama ts.

TreeSet<String> ts = new TreeSet<String>();

Menambah data kedalam TreeSet dengan method add.

ts.add("A");

ts.add("B");

ts.add("C");

Mencoba menambah data duplikat kedalam TreeSet.

ts.add("C");

Menampilkan data dalam objek ts.

System.out.println(ts);

Adapun alasan mengapa nilai C tidak tampil 2 kali adalah dikarenakan TreeSet akan mengabaikan nilai yang sama.

# KESIMPULAN

Interface List merupakan sub-interface dari interface Collection. Interface List digunakan untuk mengkoleksi data dalam bentuk terurut dan memperbolehkan duplikasi. Interface List menambahkan operasi yang berkaitan dengan posisi.

ArrayList menyimpan data seperti array (diakses dengan index) namun ukurannya dapat bertambah secara fleksibel. Elemen yang dapat dimasukkan dalam ArrayList bisa bermacam-macam, termasuk null.

LinkedList adalah bagian dari Java Collection yang ada dalam paket java.util. Kelas ini merupakan implementasi dari struktur data LinkedList yang merupakan struktur data linier dimana elemen tidak disimpan di lokasi yang berdekatan dan setiap elemen merupakan objek terpisah dengan bagian data dan bagian alamat. Elemen-elemen tersebut dihubungkan menggunakan pointer dan alamat.

Kelas HashSet mengimplementasikan interface Set, didukung oleh tabel hash yang sebenarnya merupakan instance HashMap. TreeSet adalah salah satu implementasi terpenting dari interface Set di Java yang menggunakan Tree untuk penyimpanan. Urutan elemen dipertahankan oleh himpunan menggunakan pengurutan alami atau pembanding eksplisit disediakan atau tidak.

Perbedaan antara List dan Set adalah Interface List dapat berisi elemen duplikat sedangkan Interface Set hanya berisi elemen unik.

# DAFTAR PUSTAKA

1. Viska Mutiawani dan Kurnia Saputra. 11 Maret 2014. [http://informatika.unsyiah.ac.id/](http://informatika.unsyiah.ac.id/~viska/pjl/prak/T4-Collections-Indo/). Informatika Unsyiah.
2. Oracle. “Class LinkedList”. [https://docs.oracle.com/](https://docs.oracle.com/javase/7/docs/api/java/util/LinkedList.html)
3. GeeksForGeeks. “LinkedList in Java”. 05 Maret 2021. [https://www.geeksforgeeks.org/](https://www.geeksforgeeks.org/linked-list-in-java/)
4. javaTpoint. “Java LinkedList Class”. [https://www.javatpoint.com/](https://www.javatpoint.com/java-linkedlist)
5. Appkey. “Perbedaan ArrayList dan LinkedList”. [https://appkey.id/](https://appkey.id/pembuatan-aplikasi/aplikasi-android/java-class/). 28 Januari 2021.
6. GeeksForGeeks. “ArrayList in Java”. 26 Juni 2020. [https://www.geeksforgeeks.org/](https://www.geeksforgeeks.org/arraylist-in-java/)
7. javaTpoint. “Java ArrayList Class”. <https://www.javatpoint.com/java-arraylist>
8. QAStack. “HashSet vs TreeSet”. [https://qastack.id/programming/](https://qastack.id/programming/1463284/hashset-vs-treeset)
9. javaTpoint. “Java HashSet Class”. <https://www.javatpoint.com/java-hashset>
10. GeeksForGeeks. “HashSet in Java”. 09 September 2020. <https://www.geeksforgeeks.org/hashset-in-java/>
11. javaTpoint. “Java TreeSet Class”. <https://www.javatpoint.com/java-treeset>
12. GeeksForGeeks. “TreeSet in Java with Example”. 26 Juni 2020. <https://www.geeksforgeeks.org/treeset-in-java-with-examples/>
13. Oracle. “Class TreeSet”. [https://docs.oracle.com/](https://docs.oracle.com/javase/7/docs/api/java/util/TreeSet.html).
14. Oracle. “Class ArrayList”. [https://docs.oracle.com/](https://docs.oracle.com/javase/8/docs/api/java/util/ArrayList.html)
15. Oracle. “Class HashSet”. [https://docs.oracle.com/](https://docs.oracle.com/javase/7/docs/api/java/util/HashSet.html)